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Код программы:

using System.Numerics;  
using System.Security.Cryptography;  
using System.Text;  
  
uint k = 256;  
var privateKey = GetMessages(k);  
var privateKeyBytes = ByteArrayFromTupleArray(privateKey);  
  
var publicKey = GetMD5HashForEachMessage(privateKey);  
var publicKeyBytes = ByteArrayFromTupleArray(privateKey);  
  
string message = "ArtiomCiobanu\_message";  
var messageHash = SHA256.Create().ComputeHash(Encoding.UTF8.GetBytes(message));  
  
var signed = Sign(messageHash, privateKey);  
  
var isValid = Verify(messageHash, signed, publicKey);  
  
Console.WriteLine($"Message: {message}");  
Console.WriteLine($"Message Hash: {Convert.ToBase64String(messageHash)}");  
  
Console.WriteLine($"Checking the signature: {isValid}");  
  
  
static List<byte[]> Sign(  
 byte[] messageHash,  
 Tuple<byte[], byte[]>[] privateKey)  
{  
 var messageHashBigInteger = new BigInteger(messageHash);  
  
 var result = new List<byte[]>();  
 for (int i = 0; i < 256; i++)  
 {  
 var currentBit = (BigInteger)1 << (255 - i);  
  
 var value = messageHashBigInteger & currentBit;  
  
 var valueToAdd = value == currentBit  
 ? privateKey[i].Item1  
 : privateKey[i].Item2;  
 result.Add(valueToAdd);  
 }  
  
 return result;  
}  
  
static bool Verify(  
 byte[] messageHash,  
 IEnumerable<byte[]> signed,  
 Tuple<byte[], byte[]>[] publicKey)  
{  
 var messageHashBigInteger = new BigInteger(messageHash);  
  
 var sequence = new List<byte[]>();  
 for (int i = 0; i < 256; i++)  
 {  
 var currentBit = (BigInteger)1 << (255 - i);  
  
 var value = messageHashBigInteger & currentBit;  
  
 var valueToAdd = value == currentBit  
 ? publicKey[i].Item1  
 : publicKey[i].Item2;  
  
 sequence.Add(valueToAdd);  
 }  
  
 var signedHash = signed.Select(h => SHA256.Create().ComputeHash(h)).ToArray();  
  
 for (int i = 0; i < sequence.Count(); i++)  
 {  
 if (!sequence[i].SequenceEqual(signedHash[i]))  
 {  
 return false;  
 }  
 }  
  
 return true;  
}

Tuple<byte[], byte[]>[] GetMessages(uint k)  
{  
 Tuple<BigInteger, BigInteger>[] p = new Tuple<BigInteger, BigInteger>[k];  
  
 for (uint i = 0; i < p.Length; i++)  
 {  
 var number = (BigInteger)1 << 254;  
  
 p[i] = new Tuple<BigInteger, BigInteger>(number + i, number + p.Length + i);  
 }  
  
 var result = p.Select(t => new Tuple<byte[], byte[]>(  
 t.Item1.ToByteArray(),  
 t.Item2.ToByteArray()));  
  
 return result.ToArray();  
}  
  
Tuple<byte[], byte[]>[] GetMD5HashForEachMessage(Tuple<byte[], byte[]>[] input)  
{  
 var result = new Tuple<byte[], byte[]>[input.Length];  
  
 var md5 = SHA256.Create();  
 for (int i = 0; i < input.Length; i++)  
 {  
 var hash1 = md5.ComputeHash(input[i].Item1);  
 var hash2 = md5.ComputeHash(input[i].Item2);  
 result[i] = new Tuple<byte[], byte[]>(hash1, hash2);  
 }  
  
 return result;  
}  
  
static byte[] ByteArrayFromTupleArray(Tuple<byte[], byte[]>[] tuples)  
{  
 var result = tuples  
 .Select(l => new[] { l.Item1, l.Item2 }.ToList())  
 .SelectMany(l => l)  
 .SelectMany(l => l)  
 .ToArray();  
  
 return result;  
}

static byte[] IntArrayToByteArray(uint[] integerArray)  
{  
 byte[] result = new byte[integerArray.Length \* 4];  
  
 for (int i = 0; i < result.Length; i++)  
 {  
 result[i] = (byte)((integerArray[i / 4] >> i % 4 \* 8) & 0xff);  
 }  
  
 return result;  
}  
  
static uint[] ByteArrayToIntArray(byte[] bytes)  
{  
 uint[] result = new uint[bytes.Length / 4];  
  
 for (int i = 0, counter = 0; i < result.Length; i++)  
 {  
 var current = (bytes[counter++] & 0xff) |  
 ((bytes[counter++] & 0xff) << 8) |  
 ((bytes[counter++] & 0xff) << 16) |  
 ((bytes[counter++] & 0xff) << 24);  
  
 result[i] = (uint)current;  
 }  
  
 return result;  
}